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User Guide   

N32WB03x Data Transmission Routine Guide 

Introduction 

The purpose of this document is to enable users to quickly get familiar with the data transmission routine (rdtss) 

of the N32WB03x series Bluetooth SOC chips, in order to reduce the preparation time for development and 

lower the difficulty of development. 
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1 Rountine Test Steps 

1.1 Quick Test Steps： 

1) Use the N32WB031_STB_V1.0 development board for testing. 

2) Connect the SWD and USART1 on J10. 

3) Connect the power supply to the MCU and NS-Link on J7 and J8. 

4) Open the project: N32WB03x_SDK\projects\n32wb03x_EVAL\ble\rtdss\MDK-ARM\rtdss.uvprojx 

5) Compile the project, connect to the USB port on the development board and download it. 

6) Use the APP to scan for BLE devices and connect to the device "NS_RDTSS". 

7) Sending data on the NS_Link virtual serial port will allow you to receive data in the APP. 

8) Sending data on the APP will allow you to receive data on the NS_Link virtual serial port. 

Note: You need to enable notifications for characteristic 

0x02002EC78a0E73900xE111C20860270000 to receive data. Sending data is writing data to characteristic 

0x01002EC78a0E73900xE111C20860270000. 

 



 

4 / 12 
 

2 Data Transmission Service（RDTSS） 

2.1 GATT Server  

The Data Transmission Service (RDTSS) is used to receive and transmit BLE data. Its services and characteristics use 128-

bit UUIDs as shown in the table below. It receives data sent from the APP through "write with no respond", and transmits 

data to the APP through "Notify". 

RDTSS Service and Characteristic Table 

Service/Characteristic UUID Properties 

RDTSS server 0x01102EC78a0E73900xE111C208602700

00 

ATT_CHAR_PROP_RD 

RDTSS_RX 0x01002EC78a0E73900xE111C208602700

00 

ATT_CHAR_PROP_WR_NO_RESP 

RDTSS_TX 0x02002EC78a0E73900xE111C208602700

00 

ATT_CHAR_PROP_NTF 

2.2 Data Stream 

It communicates with an external host via the serial port (USART). The USART uses hardware DMA and serial port 

interrupt service to receive and transmit data. In addition, the application layer also uses two FIFOs for serial port reception 

and BLE reception, respectively. 

• Serial port reception: The serial port receives data through loopback mode DMA and uses three interrupt service 

functions (DMA_TC, DMA_HT, USART_IDLE) to call the usart_rx_check_in_irq function to check the data that the 

DMA has finished transferring, and transfers the received data to the FIFO (usart_rx_fifo_buf) through the 

app_usart_rx_data_fifo_enter function. See the BLE sending description for subsequent steps. 

• Serial port sending: After the BLE data stream stops (no new data for 30ms), the app_usart_tx_process function is 

called to send the data in the FIFO (usart_tx_fifo_buf) out through the serial port DMA. After receiving the interrupt 

indicating DMA transmission completion, check the FIFO again to see if there is still data, and send it again if so, until 

all data has been sent. 

• BLE receiving: Get the data sent from BLE in the callback function rdtss_val_write_ind_handler under the 

RDTSS_IDX_WRITE_VAL message, and call the app_usart_tx_fifo_enter function here to store the data in the FIFO 

(usart_tx_fifo_buf). See the serial port sending description for subsequent steps. 

• BLE sending: After the data stream from the serial port stops (no new data for 10ms), the usart_forward_to_ble_loop 

function is called to check the FIFO (usart_rx_fifo_buf) and send the data to BLE through the rdtss_send_notify 

function. In the callback function rdtss_val_ntf_cfm_handler after each packet of data is sent, 

usart_forward_to_ble_loop is called again until all data is sent. 
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N32WB03x RDTSS Application 
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3 RDTSS Routine Project Directory Structure 

3.1 Project Target 

o N32WB03x: Bluetooth project, without DFU configuration, generally only this target for ble projects. 

o OTA_IMG_1: Bluetooth OTA project with configuration for Bank1 address 

o OTA_IMG_2: Bluetooth OTA project with configuration for Bank2 address 

3.2 Directory Structure 

o STARTUP：Chip startup file 

o CMSIS：Chip core configuration 

o FWLB：Chip peripheral driver library 

o BLE_STACK：Bluetooth BLE protocol stack 

o BLE_PROFILE：Bluetooth BLE profile 

o NS_DUF（可选）：Bluetooth OTA firmware upgrade related libraries 

o Crypto (optional): Encryption related libraries used for Bluetooth OTA firmware upgrades 

o NS_LIB: Bluetooth application related libraries 

o BLE_APP: Bluetooth application code 

• app.c Bluetooth application code, such as broadcast and disconnect function implementation. 

• app_task.c Bluetooth message callback processing code, such as broadcast, connection and disconnect status 

callback messages. 

• app_dis.c Device information service application code 

• app_batt.c Battery level information service application code 

• app_rdtss.c Data transmission service application code 

• app_ns_ius.c OTA over-the-air upgrade service application code 

• app_sec_handlers.c Secure connection application code 

• app_bond_handlers.c Bonding application code 

• app_fsm.c Asynchronous state operation application code (such as storing bound devices to flash after 

disconnection) 

o USER：User application code 

• main.c main function, user application code 

• app_usart.c Serial port driver and data cache application code 

• app_spi.c SPI driver and application code 

o CONFIG：Configuration files 

• app_user_coonfig.h User configuration 

• app_user_callback_config.h User handler function configuration for Bluetooth message callbacks (currently 

implements the secure connection part) 

o DOC：Documentation 

• readme.txt 
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4 Code State Machine 

 

 

Status Description 

Start Chip system initialization, such as clocks, then enter the main function. 

Initialize Initialize the Bluetooth protocol stack, initialize the Bluetooth application task (app_task), initialize 

Bluetooth services (profiles), initialize broadcasting, and initialize user code (such as peripherals). 

Broadcasting Broadcasting status, can be discovered by mobile phones and other central devices. Since there are 

no high-speed peripherals that need to run continuously, the chip will enter sleep mode when there 

are no tasks (no events for the Bluetooth protocol stack and user code to handle) to reduce power 

consumption. 

Connected Connection completed, can receive and transmit Bluetooth data. Since the high-speed peripheral 

USART needs to work continuously to receive data, we have disabled the chip from entering sleep 

mode. 
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5 Key Code Description 

5.1 app_user_config.h 

The following are defined in macro form in this file: 

o Bluetooth name 

o Bluetooth MAC address 

o Broadcast interval 

o Broadcast timeout 

o Broadcast data packet 

o Broadcast response data packet 

o Secure encryption connection parameters 

o GATT service enable 

o ns_log library enable and configuration 

o ns_timer library enable configuration 

5.2 gapc_connection_req_ind_handler 

Bluetooth connection completion message processing, such as connection status indication. 

5.3 gapc_disconnect_ind_handler 

Bluetooth disconnection message processing . Broadcasting will be re-enabled here. 

5.4 rdtss_val_write_ind_handler 

Data transmission service write callback function, including notification enable message callback and BLE downlink data 

callback, i.e. chip receives Bluetooth data callback. 

5.5 rdtss_send_notify 

Data transmission service notify data sending function. The chip sends data to the APP end through this function 

5.6 rdtss_val_ntf_cfm_handler 

Dara transmission service notify data sending confirmation callback indicating that the application layer has correctly sent 

the data to the Bluetooth protocol stack, and the Bluetooth protocol statck will send the data to the APP end 

5.7 app_sleep_prepare_proc 

Processing function before entering sleep. For example, high-speed peripherals can be disabled and IOs can be set to analog 

input to achieve the lowest sleep power consumption. Note that time-consuming code cannot be implemented in this 
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function, because the chip frequently enters and exits sleep mode. Too much time here will affect functionality. 

5.8 app_sleep_resume_proc 

Processing function after sleep wake-up. For example, peripherals can be initialized. After sleep wake-up, peripherals using 

HCLK, APB1, and APB2 need to be reinitialized. Do not occupy too much time, and if interrupts are pending during sleep, 

the interrupt service function will be entered first before coming here. 

5.9 ns_sleep_lock_acquire 

Sleep mode lock request. After calling, the chip entering sleep mode will be disabled. 

5.10 ns_sleep_lock_release 

Sleep mode lock release. When all locks are released, the chip will enter sleep mode at the appropriate time. 

5.11 app_usart_dma_enable 

Serial port enable or disable. Enabling includes initializing the serial port and starting DMA reception. Since the serial port 

needs to use a high frequency clock, we need the serial port to stay in a state where it can continuously receive data. 

Therefore, after enabling the serial port, ns_sleep_lock_acquire will be called to prohibit the chip from entering sleep mode. 

5.12 app_usart_rx_data_fifo_enter 

Store data in the serial receive FIFO cache area. Called in the interrupt service function to store DMA data in the serial 

receive FIFO cache area. 

5.13 app_usart_tx_fifo_enter 

Store data in the serial transmit FIFO cache area. Called in the Bluetooth receive data callback to store Bluetooth data in 

the serial transmit FIFO cache area. 

5.14 ModuleIrqRemoval 

Interrupt service function removal. 

5.15 ModuleIrqRegister 

Interrupt service function registration. Note that in the case of using the Bluetooth protocol stack, the interrupt service 

function can only be added in this way instead of directly using the interrupt service function declared in 

startup_n32wb03x.s. Before registration, first call the ModuleIrqRemoval function to clear this interrupt service function 

and then register it. 
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6 Bluetooth Program Writing Suggestions 

• Do not continuously execute time-consuming code, which will hinder Bluetooth message processing. It is 

recommended to minimize user code as much as possible, with each task message or polling only occupying a small 

amount of time. 

• Do not execute interrupt service functions for too long to avoid hindering Bluetooth message processing. It is 

recommended to implement logical code in tasks or polling through pending messages, timers or flags. 

• Do not call hardware peripherals in interrupt service functions. If an interrupt event is pending after sleep, the interrupt 

service function will be called before app_sleep_resume_proc. The peripheral has not been initialized after wake-up, 

so calling hardware peripherals in interrupt service functions can cause errors because the peripherals are not initialized. 

• For projects containing Bluetooth, interrupt service functions need to be registered through the ModuleIrqRegister 

function, and the interrupt priorities of user code can only use 2 and 3 (the Bluetooth protocol stack uses 0 and 1). 

• Note that when entering the low power sleep mode, high-speed peripherals (such as USART) will be turned off and 

need to be initialized by the program after wake-up before they can be used. 

• It is recommended that the user's logic code be implemented in the task callback functions, which can be message 

event callbacks or timed task callbacks. 
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7 Version History 

Version Date Changes 

V1.0 2020.08.05 Initial version 
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8 Disclaimer 

This document is the exclusive property of Nations Technologies Inc. (Hereinafter referred to as NATIONS). This 

document, and the product of NATIONS described herein (Hereinafter referred to as the Product) are owned by 

NATIONS under the laws and treaties of the People’s Republic of China and other applicable jurisdictions worldwide. 

NATIONS does not grant any license under its patents, copyrights, trademarks, or other intellectual property rights. 

Names and brands of third party may be mentioned or referred thereto (if any) for identification purposes only. 

NATIONS reserves the right to make changes, corrections, enhancements, modifications, and improvements to this 

document at any time without notice. Please contact NATIONS and obtain the latest version of this document before 

placing orders. Although NATIONS has attempted to provide accurate and reliable information, NATIONS assumes 

no responsibility for the accuracy and reliability of this document. It is the responsibility of the user of this document 

to properly design, program, and test the functionality and safety of any application made of this information and any 

resulting product. In no event shall NATIONS be liable for any direct, indirect, incidental, special, exemplary, or 

consequential damages arising in any way out of the use of this document or the Product. NATIONS Products are 

neither intended nor warranted for usage in systems or equipment, any malfunction or failure of which may cause 

loss of human life, bodily injury or severe property damage. Such applications are deemed, “Insecure Usage”. 

Insecure usage includes, but is not limited to: equipment for surgical implementation, atomic energy control 

instruments, airplane or spaceship instruments, all types of safety devices, and other applications intended to support 

or sustain life. All Insecure Usage shall be made at user’s risk. User shall indemnify NATIONS and hold NATIONS 

harmless from and against all claims, costs, damages, and other liabilities, arising from or related to any customer’s 

Insecure Usage. Any express or implied warranty with regard to this document or the Product, including, but not 

limited to, the warranties of merchantability, fitness for a particular purpose and non-infringement are disclaimed to 

the fullest extent permitted by law. Unless otherwise explicitly permitted by NATIONS, anyone may not use, 

duplicate, modify, transcribe or otherwise distribute this document for any purposes, in whole or in part  
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